**-Veera Naresh IT**

# 1). How can you copy a particular commit made in one branch to another?

1. Git merge
2. git rebase
3. git cherry-pick
4. git stash

# 2. One of your colleagues accidentally deleted a branch, and has already pushed the changes to the central git repo. There are no other git repos, and none of your other teammates had a local copy. How would you recover this branch?
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2. Check out the previous commit to this branch and then check it out as a new branch.
3. we can recover by using git rebase
4. clone the entire repository into local from existing branch

# How can you view the commit history in Git?

1. git logs
2. git history
3. git commits
4. git log

# What is a merge conflict?

1. An error in the Git configuration
2. A disagreement among team members
3. Overlapping changes between branches
4. An issue with remote repository synchronization

# How do you fetch the latest updates from a remote repository without merging them?

1. git pull
2. git get
3. git fetch
4. git update

# How can you undo the most recent commit?

1. git revert HEAD
2. git reset HEAD~1
3. git undo
4. git back

# What does the git cherry-pick command do?

1. Picks a random commit from history
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3. Deletes a specific commit
4. Merges two unrelated branches

# Which file can you configure to ensure that certain files are never committed to the local Git repository?

1. Ignore.git
2. .gitignore
3. gitignore.txt
4. git.ignore

# how to resolve a conflict in git?

1. Identify the files that have caused the conflict.
2. Make the necessary changes in the files so that conflict does not arise again. 3.Add these files by the command git add. And commit

4.all of the above

# 10 Your colleague unable to merge the changes, getting conflict issues Cause of conflicts in git?

1. A ‘conflict’ arises when the commit that has to be merged has some change in same file.
2. A ‘conflict’ arises when the commit that has to be merged has some change in one place
3. A conflict arises without pull
4. A conflict arises if two developers work on the different branches.

# User made changes to multiple files and want to commit them separately. Which Git command should you use to stage only one of the changed files?

1. git add .
2. git cherry-pick
3. git add file\_name
4. git commit -m "Commit message"

# I have done some changes like added files from working directory to staging area now I want to switch to another branch is it possible now?
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# User unable to push the changes into git remote repository so what would be the reasons?

1. Multiple users working with same branch
2. user need to pull the changes before push
3. User working with individual branches
4. 1 and 2

# 14. Which is the good practice to create branch?

1. create from main branch where we configured integrations.
2. create from development branch only to protect our main branch
3. we can create from any branch
4. we should not create branches every time

# 15. Naresh created one branch and added some updates from working directory to staging area now Naresh wants to create one more branch what he has to do?

1. Stash the changes first and create new branch
2. Undo the changes from staging to working directory and now create new branch 3.First Commit changes and push to remote repository then create new branch 4.All of the above

# 16. Multiple developers working with same repository so which is best practice to work with git?

1. Each developer work on individual branches
2. All developers work with same branch only
3. pull before push
4. 1 and 3

# 17. Difference between git rebase and git merge

1. One additional merge commit will create while doing git rebase
2. ![](data:image/jpeg;base64,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)Git rebase is linear operation it will not create any additional commit for merge
3. Git merge will create one more additional commit while merge time.
4. 2 and 3

# 18. How to revert a bad commit that is already pushed?

1. A new commit can be created that reverts changes done in the bad commit. It can be done using git revert <name of bad commit>
2. git reset head~1
3. A new commit can be created that reverts changes done in the bad commit. It can be done using git revert <name of bad commit>
4. Not possible already pushed

# 19.What is the HEAD in GIT?

1.A HEAD is a reference to the currently checked out commit

2. It is a symbolic reference to the branch that we have checked out 3.it refers git hub remote repository latest commit

* 1. and 2

# 20. How do we put a local repository on GitHub server?(repository not existing in remote)

1. git init, git add git commit git remote add, git push
2. git init, git add git commit git remote -v, git push
3. git push
4. git clone and push

# 21. How can you take copy of the code one repo to other repo

1. git clone 2.git fork 3.git merge

4. all of the above

# You want to discard all changes in the working directory and revert to the state of the last commit. Which Git command should you use?

1. ![](data:image/jpeg;base64,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)git reset --hard HEAD
2. git checkout -- .
3. git clean -f
4. git revert HEAD

# You want to view the differences between the current working directory and the staging area. Which Git command should you use?

1. git diff
2. git status
3. git log
4. git show

# You want to create a new branch named "feature" and switch to it. Which Git command should you use?

1. git checkout -b feature
2. git branch feature
3. git branch -b feature
4. git switch -b feature

# What is the purpose of the ".gitignore" file in a Git repository?

1. To ignore all files in the repository
2. To specify files that should be tracked by Git
3. To specify files and directories that should be ignored by Git
4. To force Git to commit all changes, regardless of file status

# My changes have been added to the staging area, but I realized I don't want to commit them at this time. What process can I apply now?

1. Git Ignore
2. Git Stash
3. Git restore <filename>
4. All of the above
5. **I have pushed my changes to the remote repository. How can I delete a particular commit from both the remote and local repositories?**
6. Git reset Head~1
7. Git revert
8. Git restore <filename>
9. Git Stash
10. **My changes have been added and committed to the local repository, but I realized I don't want to push them at this time. So, I ran git reset --hard <previous commit>. What happens to the recent commit changes?**
11. Files will be Deleted for present commit in both local and working directory
12. Files will be Deleted for present commit in local repo only
13. Files will be there in staging area for particular commit and local repo
14. Files will be there in working area for particular commit but deleted in local
15. **My changes have been added and committed to the local repository, but I realized I don't want to push them at this time. So, I ran git reset --mixed <previous commit>. What happens to the recent commit changes?**
16. Files will be Deleted for recent commit in both local and working directory
17. Files will be Deleted for recent commit in local repo only
18. Files will be there in staging area for particular recent and local repo
19. Files will be there in working area for recent commit but deleted in local repo.
20. **User ran git revert for a particular commit. After that, the user ran again git pull and pushed again. In this case, will the file deleted by using revert still exist, or is it permanently deleted?**
21. Exists
22. Deleted.
23. Exists in Working directory
24. None of the above

**31. Which command applies the latest stashed changes and removes them from the stash list?**

A) git stash apply

B) git stash pop

C) git stash drop

D) git stash save

**32. What is the difference between git stash apply and git stash pop?**

A) Both are the same commands

B) git stash apply applies and removes the stash, while git stash pop only applies the stash

C) git stash apply applies without removing the stash, while git stash pop applies and removes the stash.

D) git stash apply only applies specific files, while git stash pop applies all changes

**33. How do you apply a specific “3” stash from the stash list?**

a) git stash apply

b) git stash apply stash@{3}.

c) git stash pop stash@{3}

d) b and c

**34. My changes have been added to the staging area, but I realized these changes should be added to a different branch. Is it possible to check out to that branch?**

a) run git stash and checkout only

b) commit the changes and checkout

c) not possible to checkout if any changes are pending at staging area

d) All of the above.

**35. Which command is used to resolve a conflict after a merge?**

a) git conflict resolve

b) git resolve

c) git commit --resolve

d) Conflicts are resolved manually by editing files.

**36. After resolving a conflict, what is the next step to finalize the merge?**

a) Run git merge --finish

b) Run git add and commit to save the resolved changes and push.

c) Run git stash to store the resolved changes

d) Run git push to update the remote

**37. What is a git pull fast-forward?**

a) A merge that requires manual conflict resolution

b) A merge that moves the branch pointer without creating a new commit.

c) A merge that automatically creates a new commit

d) A merge that resets the branch history

**38. Which command would you use to avoid a fast-forward merge and force a merge commit?**

a) git merge --force

b) git merge --no-ff.

c) git rebase --fast

d) git merge –abort

**39. The user forgot to run git pull before committing their changes, and now they are unable to push the changes. The user ran git pull --rebase to resolve the issue**

a) fetches the changes from the remote repository and rebases the local commits on top of the fetched changes with out creating new commit.

b) fetches the changes from the remote repository and rebases the local commits on top of the fetched changes with creating new commit

C) fetches the changes from the remote repository to only staging are

D) All of the above

**40. When would you prefer using git merge instead of git rebase?**

a) When you want a clean and linear commit history

b) When you want to preserve all branch history and merge commits.

c) When you want to delete old commits

d) When you want to reapply commits to a different branch